**Hashing and Collision Resolve**

Instructions for students:

● Complete the following methods on Hashing.

● You may use any language to complete the tasks.

● All your methods must be written in one single .java or .py or .pynb file. DO NOT CREATE separate files for each task.

● If you are using JAVA, you must include the main method as well which should test your other methods and print the outputs according to the tasks.

● If you are using PYTHON, then follow the coding templates shared in this folder.

NOTE:

**● YOU CANNOT USE ANY BUILT-IN FUNCTION EXCEPT** len **IN PYTHON. [negative indexing, append is prohibited]**

**● YOU HAVE TO MENTION SIZE OF ARRAY WHILE INITIALIZATION**

## Nerdy Run: (Easy)

A group of game developers released a math game named ‘Nerdy Run’. In this game, there is a lengthy straight **path** that contains some numbers and a random number **k**. As you walk on the path, your goal is to find out if the path contains any duplicates within k distance. If you find a duplicate within k distance, you will type the number in a textbox; if not type None.

The constraint is that, the game control allows you to **move only once and move forward**. There is no backward movement controller in this game.

Sample Input:

path = [6,7,8,9,5,9]

k = 3

Sample Output:

9

Explanation:

The number 9 has a duplicate at 2 distances away which is less than k(3). Therefore, the found duplicate within 3 distances is 9.

Sample Input:

path = [6,7,9,6,5,9]

k = 2

Sample Output:

None

Explanation:

No number repeated within distance 2

Sample Input:

path = [0.21,1.21,4.67,0.21,0.45,1.9]

k = 7

Sample Output:

0.21

## Hashtable with Forward Chaining: (Medium)

Complete the \_\_hash\_function() and search\_hashtable() methods in the given [colab file](https://colab.research.google.com/drive/1Vm7lND0bkihATy1Dv09dhqyIVWAgCtIh?usp=sharing) . **Do not** change the given code; implement only the required methods. Creating and Inserting into a hash table using forward chaining is already done in the class. Do not initialize any other instance variable other than the given ones.

1. search\_hashtable(self,s) → this instance method takes a string s and searches for the string in the instance variable **ht**. If the string s is found, this method returns ‘Found’, else returns ‘Not Found’. (**Do not** implement sequential search, implement the hash based search.)
2. \_\_hash\_function(self,s) → this instance method takes a string s, calculates the hash key and returns the key. This hash function takes consecutive two letters of the string, concatenates their ascii values into an integer and sums all the concatenated integers. Then it finds out the modulus of the summation (**think for yourself with which number should we mod the summation**) as the hash key.

For instance, for a string ‘Mortis’, the consecutive two letters are Mo, rt, is. The concatenated integer for

Mo is 77111 (Ascii of M is 77, o is 111);

rt is 114116 (Ascii of r is 114, t is 116);

‘is’ is 105115 (Ascii of i is 105, s is 115).

The summation is = 77111+114116+105115

Mod the summation with \_\_\_\_\_\_\_\_\_\_ (**fill in the gap**) and return the answer as the hash key.

(As for an odd length string, add the letter 'N' at the end of it. Thus, ‘Morti’ becomes ‘MortiN’ and the consecutive two letters are Mo, rt, iN)

## 3. Layered Hashtable: (Hard)

Complete the create\_layered\_hashtable() and search\_element() methods in the given [colab file](https://colab.research.google.com/drive/1Vm7lND0bkihATy1Dv09dhqyIVWAgCtIh?usp=sharing). **Do not** change the given code; implement only the required methods. Printing the layered hashtable is already implemented in the class. You can take enough hints from the printing method. Do not initialize any other instance variable other than the given ones.

Let us learn a new type of hashing data structure for sorted linked lists. As you already know, searching in linked lists always requires a sequential search loop as there is no indexing (direct access) in this ADT (abstract data structure). So, to lessen the number of times a loop runs, we will use an array (of specific length) named **express\_lane**. This array serves as the hashtable for sorted linked lists.

This express\_lane contains some **specific** nodes of a sorted linked list. The nodes stored in express\_lane[i] and express\_lane[i+1] represent all the other nodes in the sorted linked list (normal lane).

For example,

Suppose, the size of an express\_lane is 4.

Then, for the sorted linked list (normal lane):

4→6→9→18→25→37→62→67→79→84

The express\_lane will be:

| 4 | 18 | 62 | 84 |
| --- | --- | --- | --- |

Here, each element in the express\_lane is the node of the given linked list.

Therefore, 4 in the express\_lane indicates the node 4 in the given linked list (normal lane) and so on and so forth.

![](data:image/png;base64,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)

a. create\_layered\_hashtable(self, linked\_list\_head):

This method takes a sorted linked list(normal lane) and creates the express lane of a specific size.

Bucket: A bucket is the nodes represented by the nodes stored in express\_lane[i] and express\_lane[i+1].

In the mentioned example,

express\_lane[0] contains node 4

express\_lane[1] contains node 18

Therefore, this bucket represents all the nodes that are greater or equal to 4 and smaller than 18: 4→6→9→

express\_lane[1] contains node 18

express\_lane[2] contains node 62

Therefore, this bucket represents all the nodes that are greater or equal to 18 and smaller than 62: 18→25→37→

Which node to store in the express\_lane array: First we identify the bucket size. For simplicity, to get the bucket size, we divide the number of nodes in the normal lane by the express\_lane size.

In the mentioned example, for express lane size 4,

bucket size = (number of nodes in the normal lane/4)+1 = 10/4 +1 = 3

It indicates that every bucket has 3 nodes.

The express\_lane contains the normal lane nodes whose positions are divisible by bucket size. In the mentioned example,

node 4 is at 0th index

Node 18 is at 3rd index

Node 62 is at 6th index

Node 84 is at 9th index

Thus the express\_lane contains nodes:

| 4 | 18 | 62 | 84 |
| --- | --- | --- | --- |

b. search\_element(self,k):

This method searches for k in the given sorted linked list and returns ‘Found’/ ‘Not Found’. (**Do not** implement sequential search, implement the hash based search.)

Suppose we need to search for an element in the sorted normal lane. Before, we needed to iterate through the whole linked list. In this layered hashtable, we need to find which bucket can possibly contain the element and iterate through only those nodes.

Since the normal lane is sorted, finding a bucket is easy. We need to find such an i in express\_lane so that express\_lane[i].element<=k<express\_lane[i+1].element. Thus, we only need to iterate through a selective number of nodes in the normal lane.

In the mentioned example, to find 67, the probable bucket is the nodes from express\_lane[2] to express\_lane[3]. Thus, we only need to iterate 62→67→79.